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Kanada: Viele Tote durch Schüsse in Schule
In dem Land Kanada hat ein Mensch mehrere Personen erschossen. Die Polizei glaubt: Eine Frau hat die Menschen getötet. Der Angriff ist in einer kleinen Stadt in der kanadischen Provinz British Columbia passiert.
10 Menschen sind getötet worden. Auch die verdächtige Frau ist unter den Toten. Die meisten Opfer sind in einer Schule erschossen worden. Die Polizei hat außerdem 2 tote Menschen in einem Wohn-Haus gefunden. Sie sollen Verwandte der verdächtigen Frau sein. Die Verdächtige war 18 Jahre alt.
Die Polizei sagt: Es gab auch mindestens 25 Verletzte. Die Gründe für die Tat sind noch nicht klar.
Kanadas Premier-Minister Carney hat wegen dem Vorfall seine Reise nach Deutschland abgesagt. Er sollte eigentlich zu der Münchner Sicherheits-Konferenz kommen.
Wörter-Buch
	Kanada
Kanada ist ein Land in Nord-Amerika. Es liegt nördlich von dem Land USA. Die Haupt-Stadt von Kanada heißt Ottawa. Die meisten Menschen in Kanada sprechen Englisch. In einem Teil von Kanada sprechen die Menschen aber vor allem Französisch.
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function stringWithId(stringId) {
    switch (stringId) {
        case "Pause Audio": return "Audio anhalten";
        case "Play Audio": return "Audio wiedergeben";
    }
    return stringId;
}

class AudioPlayer {
    constructor(audioElement) {
        var audioParentElement = audioElement.parentElement;
        audioElement.controls = false;
        var adhocElement = document.createElement("adhoc");
        this.buttonRadius = 30;
        this.svgMargin = 3;
        this.progressRadius = 25;
        this.svgRadius = this.buttonRadius - this.svgMargin;
        adhocElement.innerHTML = `<span class="audio-button-start" role="button"><span class="audio-button-centrator"><svg class="audio-button-progress-svg" viewBox="-${this.svgRadius} -${this.svgRadius} ${2*this.svgRadius} ${2*this.svgRadius}" style="width:${2*this.svgRadius}px;height:${2*this.svgRadius}px;" xmlns="http://www.w3.org/2000/svg">
            <g class="svg-contents" stroke-width="2" fill="transparent">
                <circle class="full-circle" cx="0" cy="0" r="${this.progressRadius}" stroke="#707070"/>
                <g stroke="white">
                    <path class="progress" d=""/>
                    <circle class="complete" cx="0" cy="0" r="${this.progressRadius}"/>
                </g>
            </g>
        </svg></span></span>`;
        this.audioButtonElement = adhocElement.getElementsByClassName("audio-button-start")[0];
        this.audioButtonElement = adhocElement.removeChild(this.audioButtonElement);
        this.svgElement = this.audioButtonElement.getElementsByClassName("svg-contents")[0];
        this.svgElement.style.display = 'none';
        this.pathElement = this.svgElement.getElementsByClassName("progress")[0];
        this.pathElement.style.display = 'none';
        this.completeElement = this.svgElement.getElementsByClassName("complete")[0];
        this.completeElement.style.display = 'none';
        
        audioParentElement.insertBefore(this.audioButtonElement, audioElement);
        this.audioElement = audioParentElement.removeChild(audioElement);
        this.audioButtonElement.appendChild(this.audioElement);
        
        this.audioButtonElement.onclick = this.onButtonClick.bind(this);
        this.audioElement.onended = this.onAudioEnded.bind(this);
        this.audioElement.ontimeupdate = this.onTimeUpdate.bind(this);

        this.StateEnum = {
        AtStart: 'AtStart',
        Playing: 'Playing',
        Paused: 'Paused',
        };

        this.state = this.StateEnum.AtStart;
        this.progress = 0;
        this.updatePlayerLook();
    }
    
    updatePlayerLook() {
        
        switch (this.state) {
            case this.StateEnum.AtStart:
            {
                this.audioButtonElement.className = "audio-button-start";
                this.svgElement.style.display = 'none';
                break;
            }
            case this.StateEnum.Playing:
            {
                this.audioButtonElement.className = "audio-button-pause";
                this.svgElement.style.display = 'unset';
                break;
            }
            case this.StateEnum.Paused:
            {
                this.audioButtonElement.className = "audio-button-resume";
                this.svgElement.style.display = 'unset';
                break;
            }
        }
        
        this.audioButtonElement.setAttribute("aria-label", this.audioButtonAriaLabel());
    }
    
    audioButtonAriaLabel() {
        var isPlaying = this.state == this.StateEnum.Playing;
        var ariaLabel = isPlaying ? AudioPlayer.pauseString() : AudioPlayer.playString();
        var axDescription = this.audioElement.getAttribute("aria-label");
        if (axDescription.length > 0) {
            ariaLabel += ", " + axDescription;
        }
        return ariaLabel;
    }
    
    onAudioEnded() {
        this.audioElement.currentTime = 0;
        this.state = this.StateEnum.AtStart;
        this.updatePlayerLook();
    }
    
    onButtonClick() {
        switch (this.state) {
            case this.StateEnum.AtStart:
            {
                this.state = this.StateEnum.Playing;
                this.audioElement.play();
                break;
            }
            case this.StateEnum.Playing:
            {
                this.state = this.StateEnum.Paused;
                this.audioElement.pause();
                break;
            }
            case this.StateEnum.Paused:
            {
                this.state = this.StateEnum.Playing;
                this.audioElement.play();
                break;
            }
        }
        this.updatePlayerLook();
    }
    
    onTimeUpdate() {
        var newProgress = this.audioElement.currentTime / this.audioElement.duration;
        if (Math.abs(newProgress - this.progress) > 0.001) {
            var minFraction = 0.01;
            if (Math.abs(1.0 - newProgress) < minFraction) {
                // Practically a full circle.
                this.completeElement.style.display = 'unset';
                this.pathElement.style.display = 'none';
            } else {
                this.pathElement.style.display = 'unset';
                this.completeElement.style.display = 'none';
                var pathData = '';
                var radius = this.progressRadius;
                if (newProgress >= minFraction) {
                    // If < minFraction, the arc is very small - no need to draw it.
                    var startX = 0;
                    var startY = -radius;
                    var endAngle = (newProgress - 0.25) * ( 2 *Math.PI);
                    var endX = radius * Math.cos(endAngle);
                    var endY = radius * Math.sin(endAngle);
                    //A rx ry x-axis-rotation large-arc-flag sweep-flag x y
                    var largeArc = newProgress > 0.5 ? 1 : 0;
                    pathData = "M "+ startX + " " + startY + " A "+ radius + " "+ radius + " 0 " + largeArc + " 1 "+ endX + " " + endY;
                }
                this.pathElement.setAttribute("d", pathData);
            }
            this.progress = newProgress;
        }
    }
    
    static playString() {
        return stringWithId('Play Audio');
    }
    
    static pauseString() {
        return stringWithId('Pause Audio');
    }

    static loadInstances() {
        var audioElementArray = Array.prototype.slice.call(document.getElementsByTagName("audio"));
        audioElementArray.forEach(function(audioElement) {
                                  new AudioPlayer(audioElement);
                                  });
    }
}


function Body_onLoad() {
    AudioPlayer.loadInstances();
}





