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Polar-Lichter machen den Himmel in Deutschland bunt
Polar-Lichter sind besondere Farben am Nacht-Himmel. Der Himmel leuchtet bei Polar-Licht zum Beispiel grün oder lila. Normalerweise gibt es Polar-Lichter nur in der Nähe vom Nord-Pol oder vom Süd-Pol. In dieser Woche waren sie auch in Deutschland zu sehen.
Viele Menschen haben Fotos und Videos davon gemacht. Denn Polar-Lichter sind in Deutschland sehr selten.
Polar-Licht entsteht durch Strahlung von der Sonne. Diese Strahlung heißt auch Sonnen-Wind. Die Teilchen von dem Sonnen-Wind sind elektrisch aufgeladen. Sie bringen den Himmel in der Nacht zum Leuchten.
In dieser Woche war die Strahlung von der Sonne sehr stark. Die Polar-Lichter waren deshalb auch in Deutschland zu sehen.
Wörter-Buch
	Polar-Lichter

Polar-Lichter leuchten in verschiedenen Farben am Himmel, zum Beispiel in rot und grün. Sie entstehen durch den Sonnen-Wind oder Sonnen-Sturm. So nennt man es, wenn die Sonne kleine, elektrisch geladene Teilchen ins Welt-All schleudert. Diese Teilchen gelangen manchmal auch bis zur Erde. Wenn sie auf die Luft-Hülle von der Erde treffen, entstehen die Polar-Lichter. Meistens kann man Polar-Lichter in den Polar-Gebieten sehen – also ganz im Norden oder im Süden von der Erde.
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function stringWithId(stringId) {
    switch (stringId) {
        case "Pause Audio": return "Audio anhalten";
        case "Play Audio": return "Audio wiedergeben";
    }
    return stringId;
}

class AudioPlayer {
    constructor(audioElement) {
        var audioParentElement = audioElement.parentElement;
        audioElement.controls = false;
        var adhocElement = document.createElement("adhoc");
        this.buttonRadius = 30;
        this.svgMargin = 3;
        this.progressRadius = 25;
        this.svgRadius = this.buttonRadius - this.svgMargin;
        adhocElement.innerHTML = `<span class="audio-button-start" role="button"><span class="audio-button-centrator"><svg class="audio-button-progress-svg" viewBox="-${this.svgRadius} -${this.svgRadius} ${2*this.svgRadius} ${2*this.svgRadius}" style="width:${2*this.svgRadius}px;height:${2*this.svgRadius}px;" xmlns="http://www.w3.org/2000/svg">
            <g class="svg-contents" stroke-width="2" fill="transparent">
                <circle class="full-circle" cx="0" cy="0" r="${this.progressRadius}" stroke="#707070"/>
                <g stroke="white">
                    <path class="progress" d=""/>
                    <circle class="complete" cx="0" cy="0" r="${this.progressRadius}"/>
                </g>
            </g>
        </svg></span></span>`;
        this.audioButtonElement = adhocElement.getElementsByClassName("audio-button-start")[0];
        this.audioButtonElement = adhocElement.removeChild(this.audioButtonElement);
        this.svgElement = this.audioButtonElement.getElementsByClassName("svg-contents")[0];
        this.svgElement.style.display = 'none';
        this.pathElement = this.svgElement.getElementsByClassName("progress")[0];
        this.pathElement.style.display = 'none';
        this.completeElement = this.svgElement.getElementsByClassName("complete")[0];
        this.completeElement.style.display = 'none';
        
        audioParentElement.insertBefore(this.audioButtonElement, audioElement);
        this.audioElement = audioParentElement.removeChild(audioElement);
        this.audioButtonElement.appendChild(this.audioElement);
        
        this.audioButtonElement.onclick = this.onButtonClick.bind(this);
        this.audioElement.onended = this.onAudioEnded.bind(this);
        this.audioElement.ontimeupdate = this.onTimeUpdate.bind(this);

        this.StateEnum = {
        AtStart: 'AtStart',
        Playing: 'Playing',
        Paused: 'Paused',
        };

        this.state = this.StateEnum.AtStart;
        this.progress = 0;
        this.updatePlayerLook();
    }
    
    updatePlayerLook() {
        
        switch (this.state) {
            case this.StateEnum.AtStart:
            {
                this.audioButtonElement.className = "audio-button-start";
                this.svgElement.style.display = 'none';
                break;
            }
            case this.StateEnum.Playing:
            {
                this.audioButtonElement.className = "audio-button-pause";
                this.svgElement.style.display = 'unset';
                break;
            }
            case this.StateEnum.Paused:
            {
                this.audioButtonElement.className = "audio-button-resume";
                this.svgElement.style.display = 'unset';
                break;
            }
        }
        
        this.audioButtonElement.setAttribute("aria-label", this.audioButtonAriaLabel());
    }
    
    audioButtonAriaLabel() {
        var isPlaying = this.state == this.StateEnum.Playing;
        var ariaLabel = isPlaying ? AudioPlayer.pauseString() : AudioPlayer.playString();
        var axDescription = this.audioElement.getAttribute("aria-label");
        if (axDescription.length > 0) {
            ariaLabel += ", " + axDescription;
        }
        return ariaLabel;
    }
    
    onAudioEnded() {
        this.audioElement.currentTime = 0;
        this.state = this.StateEnum.AtStart;
        this.updatePlayerLook();
    }
    
    onButtonClick() {
        switch (this.state) {
            case this.StateEnum.AtStart:
            {
                this.state = this.StateEnum.Playing;
                this.audioElement.play();
                break;
            }
            case this.StateEnum.Playing:
            {
                this.state = this.StateEnum.Paused;
                this.audioElement.pause();
                break;
            }
            case this.StateEnum.Paused:
            {
                this.state = this.StateEnum.Playing;
                this.audioElement.play();
                break;
            }
        }
        this.updatePlayerLook();
    }
    
    onTimeUpdate() {
        var newProgress = this.audioElement.currentTime / this.audioElement.duration;
        if (Math.abs(newProgress - this.progress) > 0.001) {
            var minFraction = 0.01;
            if (Math.abs(1.0 - newProgress) < minFraction) {
                // Practically a full circle.
                this.completeElement.style.display = 'unset';
                this.pathElement.style.display = 'none';
            } else {
                this.pathElement.style.display = 'unset';
                this.completeElement.style.display = 'none';
                var pathData = '';
                var radius = this.progressRadius;
                if (newProgress >= minFraction) {
                    // If < minFraction, the arc is very small - no need to draw it.
                    var startX = 0;
                    var startY = -radius;
                    var endAngle = (newProgress - 0.25) * ( 2 *Math.PI);
                    var endX = radius * Math.cos(endAngle);
                    var endY = radius * Math.sin(endAngle);
                    //A rx ry x-axis-rotation large-arc-flag sweep-flag x y
                    var largeArc = newProgress > 0.5 ? 1 : 0;
                    pathData = "M "+ startX + " " + startY + " A "+ radius + " "+ radius + " 0 " + largeArc + " 1 "+ endX + " " + endY;
                }
                this.pathElement.setAttribute("d", pathData);
            }
            this.progress = newProgress;
        }
    }
    
    static playString() {
        return stringWithId('Play Audio');
    }
    
    static pauseString() {
        return stringWithId('Pause Audio');
    }

    static loadInstances() {
        var audioElementArray = Array.prototype.slice.call(document.getElementsByTagName("audio"));
        audioElementArray.forEach(function(audioElement) {
                                  new AudioPlayer(audioElement);
                                  });
    }
}


function Body_onLoad() {
    AudioPlayer.loadInstances();
}





